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Preface

The Apple IIGS GS/OS Reference describes a powerful operating system
developed specifically for the Apple 1IGS® computer. GS/OS® is
characterized by fast execution, easy configurability, multiple-file-
system access, character-file access, direct device access, device
independence, compatibility with the large GS/OS memory space, and
compatibility with standard Apple® II (ProDOS® 8-based) and early
Apple IIGS (ProDOS 16-based) applications.

The Apple IIGS GS/OS Reference describes how GS/OS gives your
application access to the full range of Apple IIGS features.
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About this book

The Apple 1IGS GS/OS Reference is a manual for software developers, advanced
programmers, and others who wish to understand the technical aspects of this operating
system. In particular, this manual will be useful to you if you want to write

m any program that creates or accesses files

= a program that catalogs disks or manipulates files

» 2 stand-alone program that automatically runs when the computer starts up

m a program that loads and runs other programs

s any program using segmented, dynamic code

= an interrupt handler

m 2 cavice driver

The functions and calls in this manual are in assembly-language format. If you are
programming in assembly language, you can use the same format to access operating
system features. If you are programming in a higher-level language (or if your assembler

includes a GS/OS macro library), you can use library interface routines specific to your
language. Those library routines are not described here; consult your language manual.

The software described in this book is part of the Apple IIGS system software,
versions 5.0 and later. Apple IIGS system software is available from Apple dealers
and from the Apple Programmers and Developers Association (APDA™),

& Note: System software versions earlier than version 4.0 contain ProDOS 16 rather than
GS/0S. ProDOS 16 is described in the Apple IIGs ProDOS 16 Reference.

How to use this book

This book is primarily a reference tool that describes the application interface, the high-
level parts of GS/OS that your application calls in order to access files or to modify the
operating environment.

» The introduction describes GS/OS in general.

s Part I describes how applications interact with GS/OS and documents all application-
level GS/OS calls.

xxii  Apple IIGS GS/OS Reference



m Part II documents the file system translators (FSTs), the software modules that allow
your program to access files from many different file systems. Part II lists the
application calls each FST supports and documents any differences in call handling
from the standard descriptions in Part I.

The principal descriptions of all application-level GS/OS calls (other than device calls) are
in Part I. Call descriptions elsewhere in the book document how the call differs from its
standard description. Driver calls (low-level device calls used by device drivers) are
described in the GS/OS Device Driver Reference.

If you are writing a typical application, this book is probably all you will need. If you need
to access devices directly or if you are writing a device driver, you will need the G5/0S
Device Driver Reference.

This manual does not explain 65816 assembly language. Refer to the Apple IIGS
Programmer’s Workshop Assembler Reference or the MPW 1IGS Assembler Reference for
information on Apple IIGS assembly-language programming.

This manual does not give a detailed description of ProDOS 8, the operating system for
standard Apple II computers (Apple II Plus, Apple Ile, Apple IIc). For detailed
information on ProDOS 8, see the ProDOS 8 Technical Reference Manual.

Other materials yow'll need

In order to write Apple IIGS programs that run under.GS/OS, you need an Apple IIGS
computer and development-environment software. Furthermore, you need at least some
of the reference materials listed later in the Preface under “Roadmap to the Apple IIGS
Technical Manuals.” In particular, if you intend to write desktop-style applications or
desk accessories, which make use of the Apple IIGS Toolbox, you will need the Apple IIGS
Toolbox Reference.

The GS/OS Exerciser can be useful for experimenting with GS/OS calls.

& Note: The GS/OS Exerciser is available through the Apple Programmers and Developers
Association (APDA).
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Visual cues

Certain typographical conventions in this manual provide visual cues alerting you, for
example, to the introduction of a new term or to especially important information.

When a new term is introduced, it is printed in boldface. This lets you know that the term
is defined at that place in the text and that there is an entry for it in the glossary.

Special messages are marked as follows:

@ Note: Text set off in this manner—with the word Note—presents extra information or
points to remember.

A\ Important  Text set off in this manner—with the word Important—presents vital
information or instructions. a

Terminology

This manual may define certain terms, such as Apple Il and ProDOS, somewhat differently
from what you are used to. Please note the following definitions:

Apple II: A general term for the Apple II family of computers, especially those that may
use ProDOS 8 or ProDOS 16 as an operating system. It includes the 64 KB Apple II Plus,
the Apple Ilc, the Apple Ile, and the Apple IIGS.

Standard Apple II: Any Apple II computer that is not an Apple IIGS. Since earlier
members of the Apple II family share many characteristics, it is useful to distinguish
them as a group from the Apple IIGS. A standard Apple II may also be called an 8-bit
Apple II, because of the 8-bit registers in its 6502 or 65C02 microprocessor.

ProDOS: A general term describing the family of operating systems developed for Apple II
computers. It includes both ProDOS 8 and ProDOS 16; it does not include DOS 3.3 or
SOS. ProDOS is also a file system developed to operate with the ProDOS operating
systems.

ProDOS 8: The 8-bit ProDOS operating system, through version 1.8, originally developed
for standard Apple II computers but compatible with the Apple 1IGS. In previous
Apple II documentation, ProDOS 8 is called simply ProDOS.

ProDOS 16: The first 16-bit operating system developed for the Apple IIGS computer.
ProDOS 16 is based on ProDOS 8.

GS/08: A native-mode, 16-bit operating system developed for the Apple IIGS computer.
GS/OS replaces ProDOS 16 as the preferred Apple 1IGS operating system. GS/OS is the

system described in this manual.
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Language notation

This manual uses certain conventions in common with Apple IIGS language manuals. Words
and symbols that are computer code appear in a monospaced font:
_CallName_Cl parmblock ;Name of call

bcs error ;handle error if carry set on return
error ;code to handle error return
parmblock ;parameter block

Assembly-language labels, entry points, and filenames that appear in text passages are also
printed in a monospaced font. System software functions, except standard GS/OS call
names, are printed in a monospaced font in uppercase and lowercase letters (for
example, buf fTooSmall). The subclass of GS/OS calls that are compatible with ProDOS
16 are printed in all uppercase letters and often include underscore characters (for
example, GET_DIR_ENTRY).

Roadmap to the Apple IIGS technical manuals

The Apple IIGS personal computer has many advanced features, making it more complex
than earlier models of the Apple II computer. To describe the Apple IIGS fully, Apple has
produced a suite of technical manuals. Depending on the way you intend to use the
Apple IIGS, you may need to refer to a select few of the manuals, or you may need to refer
to most of them.

The Apple IIGS technical manuals document Apple IIGS hardware, Apple IIGS system
software, and two development environments for writing Apple IIGS programs. Figure P-1
is a diagram showing the relationships among the principal manuals; Table P-1 is a
complete list of all manuals. Individual descriptions of the manuals follow.
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s Figure P-1 Roadmap to Apple IIGS technical manuals
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s Table P-1 Apple IIGS technical manuals

Title

Subject

Technical Introduction to the Apple 1IGS
Apple IIGS Hardware Reference

Apple IIGS Firmware Reference
Programmer’s Introduction to the Apple IIGS
Apple IIGS Toolbox Reference, Volume 1

Apple IIGS Toolbox Reference, Volume 2
Apple IIGs Toolbox Reference, Volume 3

ProDOS 8 Technical Reference Manual
Apple IIGS ProDOS 16 Reference

GS/0OS Device Driver Reference

Human Interface Guidelines:
The Apple Desktop Interface
Apple Numerics Manual

Apple 1IGS Programmer’s Workshop Reference
Apple IIGS Programmer’s Workshop
Assembler Reference

Apple 1IGS Programmer’s Workshop
C Reference

MPW IIGS Tools Reference
MPW IIGS Assembler Reference
MPW IIGS C Reference

MPW IIGS Pascal Reference

AppleShare Programmer’s Guide
for the Apple IT

Apple IIGS Debugger Reference

What the Apple IIGS is

Machine internals—hardware
Machine internals—firmware
Concepts and a sample program

How tools work, some specifications
More toolbox specifications

More toolbox specifications, and
corrections and clarifications to the
first two volumes

Standard Apple II operating system
ProDOS 16 operating system and loader

Device drivers and GS/OS

Apple’s standards for the desktop interface
Standard Apple Numerics Environment

Using APW™

Using the APW Assembler
Using the APW C Compiler

Using-the cross-development system
Using the MPW® IIGS Assembler
Using the MPW 1IGS C Compiler
Using the MPW IIGS Pascal Compiler

Developing network-specific applications
for the Apple IIGS
Debugger for all Apple IIGS programs

Preface

XXvii



Introductory Apple IIGS manuals

The introductory Apple 1IGS manuals are for developers, computer enthusiasts, and other
Apple IIGS owners who need basic technical information. Their purpose is to help the
technical reader understand the features and programming techniques that make the
Apple IIGs different from other computers.

The Technical Introduction to the Apple IIGS is the first book in the suite of technical
manuals about the Apple IIGS. It describes all aspects of the Apple IIGs, including its
features and general design, the program environments, the toolbox, and the
development environment.

You should read the Technical Introduction no matter what kind of programming you
intend to do, because it will help you understand the powers and limitations of the
machine.

When you start writing programs that use the Apple IIGS user interface (with windows,
menus, and the mouse), the Programmer’s Introduction to the Apple IIGS provides the
concepts and guidelines you need. It is not a complete course in programming, only a
starting point for programmers writing applications for the Apple IIGs.

The Programmer’s Introduction gives an overview of the routines in the Apple IIGS
Toolbox and the operating environment they run under. It includes a sample event-
driven program that demonstrates how a program uses the toolbox and the operating
system.

Apple IIGS machine reference manuals

The machine itself has two reference manuals. They contain detailed specifications for
people who want to know exactly what’s inside the machine.

The Apple IIGS Hardware Reference is required reading for hardware developers and
anyone else who wants to know how the machine works. Information of special
interest to developers includes the mechanical and electrical specifications of all
connectors, both internal and external. Information of general interest includes
descriptions of the internal hardware and how it affects the machine’s features.

The Apple IIGS Firmware Reference describes the programs and subroutines stored in
the machine’s read-only memory (ROM). The Firmware Reference includes information
about interrupt routines and low-level input/output (1/O) subroutines for the serial
ports, the disk port, and the Apple Desktop Bus™ interface, which controls the
keyboard and the mouse. The Firmware Reference also describes the Monitor program,
a low-level programming and debugging aid for assembly-language programs.
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Apple IIGS toolbox manuals

Like the Macintosh®, the Apple IIGS has a built-in toolbox. Volume 1 of the Apple IIGS
Toolbox Reference introduces concepts and terminology and explains how to use some of
the tools. Volume 2 contains information about more tools and explains how to write and
install your own tool set. Volume 3 adds more tools and includes corrections and

clarifications to the other two volumes.

If you are developing an application that uses the desktop interface, or if you want to
use the Super Hi-Res graphics display, you'll find the Toolbox Reference indispensable.

Apple IIGS operating-system manuals

The Apple IIGS has two operating systems: GS/OS and ProDOS 8. GS/OS uses the full
power of the Apple IIGS and can access files in multiple file systems. This book describes
GS/0S and includes information about the Sy.tem Loader, which works closely with

GS/OS to load programs into memory.

& Note: GS/OS is compatible with and replaces ProDOS 16, the first operating system
developed for the Apple IIGS computer. ProDOS 16 is described in the Apple IIGs

ProDOS 16 Reference.

ProDOS 8, previously called simply ProDOS, is the standard operating system for most
Apple II computers with 8-bit CPUs. As a developer of Apple IIGS programs, you need to
use ProDOS 8 only if you are developing programs to run on standard (8-bit) Apple II
computers as well as on the Apple IIGS. ProDOS 8 is deseribed in the ProDOS 8 Technical

Reference Manual.

All-Apple manuals

Two manuals apply to all Apple computers: Human Interface Guidelines: The Apple Desktop
Interface and the Apple Numerics Manual. If you develop programs for any Apple
computer, you should know about these manuals.

The Human Interface Guidelines manual describes Apple’s standards for the desktop
interface to any program that runs on an Apple computer. If you are writing a commercial
application for the Apple IIGS, you should be fully familiar with the contents of this

manual.
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The Apple Numerics Manual, second edition, is the reference for the Standard Apple
Numerics Environment (SANE®), a full implementation of the IEEE Standard for Binary
Floating-Point Arithmetic (IEEE Std 754-1985). If your application requires floating-point
or robust arithmetic, you'll probably want it to use the SANE routines in the Apple IIGS.

The APW manuals

Apple provides two development environments for writing Apple IIGS programs. One is
the Apple IIGS Programmer’s Workshop (APW). APW is a native Apple 1IGS development
system—it runs on the Apple IIGS and produces Apple IIGS programs. There are three
principal APW manuals:

m The Apple IIGS Programmer’s Workshop Reference describes the APW Shell, Editor,
Linker, and utility programs; these are the parts of the workshop that all developers
need, regardless of which programming language they use. The APW reference manual
includes a sample program and describes object module format (OMF), the file format
used by all APW compilers to produce files loadable by the Apple IIGS System Loader.

m The Apple IIGS Programmer’s Workshop Assembler Reference includes the specifications
of the 65816 language and of the Apple IIGs libraries, and describes how to use the
assembler.

m The Apple IIGS Programmer’s Workshop C Reference includes the specifications of the
APW C implementation and of the Apple IIGS interface libraries, and describes how to
use the compiler.

Other compilers can be used with the workshop, provided they follow the standards
defined in the Apple IIGS Programmer’s Workshop Reference. Several such compilers, for
languages such as Pascal, are now available.

¢ Note: The APW manuals, along with APW itself, are available through APDA.

The MPW IIGS manuals

The Macintosh Programmer’s Workshop (MPW) is the other development environment
Apple provides for writing Apple IIGS programs (see Figure P-1). MPW is principally a
sophisticated, powerful development environment for the Macintosh computer. It
includes assemblers and compilers, linkers, and a variety of diagnostic and debugging
tools. When used to write Apple IIGS programs, MPW is a cross-development system—it
runs on the Macintosh, but produces executable programs for the Apple IIGS.
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MPW is documented in several manuals, but the parts needed for cross-development—the
editor and the build tools—are described in the Macintosh Programmer’s Workshop
Reference.

Four manuals describe the cross-development system. Each programming language has its
own manual. Whichever language you program in, you also need the MPW IIGS Tools

Reference.
m Tools: The MPW IIGS Tools Reference describes the tools needed to create Apple IIGS

applications under MPW. It describes the linker, the file-conversion tool, and several
other conversion and diagnostic programs.

m Assembler: The MPW IIGS Assembler Reference describes how to write Apple IIGS
assembly-language programs under MPW. It also documents a utility program that
converts source files written for the APW assembler to files compatible with the
MPW IIGS assembler.

m C compiler: The MPW IIGS C Reference describes how to write Apple IIGS programs
in C under MPW.

& Note: The MPW IIGS manuals are available through APDA.

The AppleShare programmer’s manual

The AppleShare Programmer’s Guide for the Apple II describes in detail how to develop
new network-specific applications for the Apple IIGS and the Apple Ile computer. If you
need more help about writing such applications, see that manual.

The debugger manual

Neither MPW IIGS nor APW includes a debugger as part of the development environment.
However, the Apple IIGS Debugger, an independent product, is a machine-language
debugger that runs on the Apple IIGS and can be used to debug programs produced by
either MPW IIGS or APW.

The Apple 1IGS Debugger is described in the Apple IIGS Debugger Reference.
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Introduction What Is GS/QS?

GS/0S® is the first completely new operating system designed for the
Apple 1IGS® computer. It is similar in interface and call style to the
ProDOS® operating systems, but it has far greater capabilities because it
has many new calls, and it has much faster execution because it is written
entirely in 65816 assembly language.

Even more important, GS/OS is file system-independent: by making
GS/OS calls, your application can read and write files transparently
among many different and normally incompatible file systems. GS/OS
accomplishes this by defining a generic GS/OS file interface, the abstract
file system. Your application makes calls to that interface, and then
GS/OS uses file system translators to convert those calls and data into
formats consistent with individual file systems.

This introduction gives an overview of the structure and capabilities
of GS/OS, followed by a brief history of the evolution in Apple® II
operating systems from DOS to GS/OS.



The components of GS/0S

GS/OS is more complex and integrated than previous Apple II operating systems. As
Figure I-1 shows, you can think of it in terms of three levels of interface: the application
level, the file system level, and the device level. A typical GS/OS call passes through the
three levels in order, from the application at the top to the device hardware at the

bottom.

m Figure I-1 Interface levels in GS/OS
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m Application level: At this level, the GS/OS Call Manager processes GS/OS calls that
allow an application to access files or devices, or to get or set specific system
information.

In handling a typical GS/OS call, the Call Manager mediates between an individual
application and the file system level. The application-interface level is described in
Part I of this book.

m File system level: The file system level consists of file system translators (FSTs),
which receive application calls, convert them to a specific file system format, and
send them on to device drivers. FSTs allow applications to use the same calls to read
and write files for any number of file systems. FSTs also allow applications to access
character devices (like display screens or printers) as if they were files.

The file system level is completely internal to GS/OS. Although your applications don't
interact with the file system level directly, you may want to know how calls are
translated by different file system translators. For example, CD-ROM files are read-
only, so write calls cannot be translated meaningfully by an FST that accesses files on
compact discs.

In handling a typical GS/OS call, the file system translators mediate between the
application level and the device level. The file system~interface level is described in
Part II of this book.

m Device level: The device level consists of the Device Manager, the Device Dispatcher,
and all device drivers connected to the system. In handling a typical GS/OS call, the
Device Manager and the Device Dispatcher mediate between the file system level and
an individual device driver.

The device level of GS/OS has two other types of communication. Your application
can bypass the file system level entirely by making device calls, which are calls that
directly access devices. Finally, device drivers communicate with the device level by
accepting driver calls, which are mostly low-level translations of device calls.

Devices are normally accessed through application-level file calls, described in Part I of
this book. The lower-level device calls are described in the GS/OS Device Driver
Reference; if you want to give your application direct access to devices, look there to
find out how to do it. Driver calls are also described in the GS/OS Device Driver
Reference; if you are writing a device driver, look there for details.

Another part of system software that is described in this manual is the Apple IIGS System
Loader. The System Loader loads programs into memory and prepares them for
execution. Although not strictly part of GS/OS, the System Loader occupies the same disk
file as GS/OS, and works very closely with GS/OS. For most applications, however, its
functioning is totally automatic; in special situations, some applications need to make
loader calls.
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GS/0S features

This section describes some of the principal GS/OS features of interest to application
writers.

File system independence

Because it uses file system translators, GS/OS accesses non-ProDOS file systems as easily
as it accesses the more familiar (to Apple II applications) ProDOS files. It is possible to
gain access to any file system for which an FST has been written. Several FSTs currently
exist; as Apple Computer creates new FSTs, they can be added very easily to existing
systems.

The GS/OS abstract file system supports both flat and hierarchical file systems and
systems with specific file types and access permissions. GS/OS recognizes standard files,
directory files, and extended files (two-fork files such as those used by the Macintosh®).
Certain GS/OS calls make it easy to retrieve and use directory information for any file
system.

The abstract file system is described in Chapter 1 of this book. FSTs are described in
Part II of this book.

Enhanced device support

All GS/OS device drivers provide a uniform interface to character and block devices.
GS/0S supports both ROM-based and RAM-based device drivers, making it easier to
integrate new peripheral devices into GS/OS.

GS/0S provides a uniform input/output model for both block and character devices.
Devices such as printers and the console are accessed in the same way as sequential files
on block devices. This can greatly simplify I/O for your application.

Unlike ProDOS 8 and ProDOS 16, GS/OS recognizes disk-switched and duplicate-volume
situations, to help your application avoid writing data to the wrong disk.

Devices are normally accessed through application-level file calls, described in Part I of
this book. Device drivers are described in the GS/OS Device Driver Reference.
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Speed enhancements

GS/0S transfers data much faster than ProDOS 8 or ProDOS 16 because it uses caching,
allows multiple-block reads and writes, eliminates the duplicate levels of buffering used by
ProDOS 16, and is written entirely in 65816 native-mode assembly language.

Elimination of ProDOS restrictions

GS/0S allows any number of open files (rather than only 8) up to the amount of available
RAM, any number of devices on line (rather than only 14), and any number of devices per slot
(rather than only 2). GS/OS allows volumes and files to be as large as 4096 megabytes (MB),
rather than only 16 MB for files and 32 MB for volumes.

The GS/OS file interface is described in Chapter 1 of this book.

ProDOS 16 compatibility

GS/0S includes a complete set of ProDOS 16 calls and implements them just as ProDOS 16
does. All well-designed ProDOS 16 applications can run without modification under
GS/OS. Further, existing ProDOS 16 applications running under GS/OS can now automati-
cally access files on non-ProDOS disks, and can also access character devices as files.

Where to find call descriptions

As already noted, a program can make several types of calls to GS/OS. Broadly, calls can
be divided into application-level calls (made from application programs to GS/OS) and
low-level calls (made between GS/OS and low-level software such as device drivers). Most
application-level calls are described in this book; most low-level calls are described in the
GS/OS Device Driver Reference. Within these broad divisions, there are several
subcategories of calls and call-related descriptions; each subcategory is described in one
of the two books.
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The following call descriptions are found in this book:

Standard GS/OS calls: Also called class 1 calls or just GS/OS calls, these are the primary
calls an application makes to access files or system information. They are application-

level calls. This category covers all operating-system calls that a typical GS/0S
application makes.

System Loader calls: These are calls a program makes to load other programs or
program segments into memory. Although you usually don't make System Loader calls,
they are described in this book in case you need them.

FST-specific information on GS/0S calls: Because different file systems have
different characteristics, they do not all respond identically to GS/OS calls. In
addition, each FST can support the GS/OS call FsTspecific, an application-level call
whose function is defined individually for each FST. Therefore, this book includes
descriptions of how each FST handles certain GS/OS calls, including FsTSpecific.

ProDOS 16 calls: Also called class 0 calls, these are application-level calls that are

identical to the calls described in the Apple IIGS ProDOS 16 Reference. GS/OS supports

these calls so that existing ProDOS 16 applications can run without modification under
GS/0S.

FST-specific information on ProDOS 16 calls: Because different file systems have
different characteristics, they do not all respond identically to ProDOS 16 calls.
Therefore, this book includes descriptions of how each FST handles ProDOS 16 calls.
There is no FSTSpecific ProDOS 16 call as there is for GS/OS calls.

The following call descriptions are found in the GS/OS Device Driver Reference::

6

GS/0S device calls: These are a subset of the standard, application-level GS/OS
device calls described in the GS/OS Reference. The lower-level device calls are special
because they bypass the file system level altogether and access devices directly.

Driver-specific information on GS/0S device calls: Because different devices have
different characteristics, device drivers do not all respond identically to GS/OS calls.

Therefore, this book includes descriptions of how each GS/OS driver handles certain
GS/0S device calls.

Driver calls: These are calls that GS/OS makes to individual device drivers. They are
low-level calls, of interest mainly to device-driver writers.

System service calls: System service calls give low-level components of GS/OS (such
as FSTs and device drivers) a uniform method for accessing system information and

executing standard routines. This book describes the system service calls that GS/OS
device drivers can make.
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Figure I-2 shows you where to look in each book for the principal descriptions of each call
category. For example, the descriptions of all standard GS/OS calls (except those that
access devices) are in Chapter 7, Part I, of this book. Most applications make only the
calls described in Part I (shaded area).

& Note: Figure -2 is reproduced in each part opening in this book, highlighted to show

the calls described in that part.

» Figure I-2 Where to find call descriptions
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GS/0S system requirements

GS/0S will not run on a standard Apple II computer. It requires an Apple IIGS with a ROM
version of 01 or greater, at least 512 KB of RAM, and a disk drive with at least 800 KB
capacity. A second 800 KB drive or a hard disk is strongly recommended.
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The development of GS/OS

The material in this section is a brief discussion of how GS/OS evolved from previous
Apple II operating systems.

Apple Computer has created several operating systems for the Apple II family of
computers. GS/OS is the latest in that line; it is related to several earlier systems, but has

far greater capabilities than any of them. Here are thumbnail sketches of the other
systems:
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DOS: DOS (for Disk Operating System) was Apple’s first operating system. It provided
the Apple II computer with its first capability to store and retrieve disk files. DOS has
relatively slow data transfer rates by modern standards, supports a flat (rather than
hierarchical) file system, can read 140 KB disks only, has no uniform interrupt support,
includes no memory management, and is not extensible.

Pascal: Apple II Pascal is Apple Computer’s implementation and enhancement of the
University of California, San Diego Pascal System. Its lineage is completely separate
from the other Apple operating systems. Apple II Pascal supports only a flat file
system, is characterized by slow, interpretive execution, provides no uniform support
for interrupts, has no memory management, and is difficult to extend.

SOS: SOS (for Sophisticated Operating System) was developed for the Apple III, but its
most important feature, the file system, is the heart of the ProDOS family of operating
systems (described next). SOS gives much faster data transfer than DOS, represents
Apple Computer’s first hierarchical file system, supports block devices up to 32 MB,
provides a uniform sequential I/O model for both block devices and character
devices, and includes interrupt handling, memory management, device handling, and
extensibility via device drivers and interrupt handlers. The major deficiency of SOS is
that it requires at least 256 KB of RAM for effective operation.

ProDOS 8: ProDOS 8 (originally called ProDOS, for Professional Disk Operating System)
brought some of the advanced features of SOS to 8-bit Apple II computers (Apple II
Plus, Apple Ile, Apple Ilc). It requires no more than 64 KB of RAM, and in fact can
directly access only 64 KB of memory space. ProDOS supports exactly the same
hierarchical file system as SOS, but it does not have the uniform I/O model for

character devices and files, memory management, or uniform treatment of device
drivers and interrupt handlers.

ProDOS 16: ProDOS 16 (ProDOS for the 16-bit Apple 1IGS) is the first step toward an
operating system designed specifically for the Apple 1IGS computer. It is an extension
of ProDOS 8; with a few important additions, it has essentially the same features as

ProDOS 8 and supports exactly the same hierarchical file system. The main advantage

of ProDOS 16 is that it allows applications to interact with the operating system from
anywhere in the 16 MB Apple IIGS address space.

Apple 1IGS GS/OS Reference



m  GS/0S: GS/OS fully exploits the capabilities of the Apple IIGS. It is a fast, modular,
and extensible operating system that provides a file system-independent and device-
independent environment for applications. While upwardly compatible from ProDOS
16, it corrects deficiencies in the 1/0 performance of ProDOS 16 and eliminates its
restrictions on the number and size of open files, volumes, and devices. GS/OS
supports character devices as files, handles devices uniformly, and supports RAM-
based device drivers. GS/OS can create, read, and write files among a potentially
unlimited number of different file systems (including ProDOS).

Although it is an extension of the ProDOS line, GS/OS is really a completely new operating
system. As its name suggests, it is designed specifically for the Apple IIGS computer, and
it is intended to be the principal Apple IIGS operating system.
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Chapter 1 The GS/0OS Abstract File System

A key feature of GS/OS is its ability to insulate applications from the
details of the hardware devices connected to the system and the file
systems used to store applications and their data. This chapter shows
how GS/0OS implements this feature. It also lists, by category, the GS/OS
calls that an application can make.



A high-level file system interface

GS/OS has been designed to insulate you, the application programmer, from the details of

file systems and hardware devices. Normally, you simply make a GS/OS call, and GS/OS
routes the call to the correct file system and device. You can think of GS/OS as looking
like the illustration shown in Figure 1-1.

GS/0S can keep your application from dealing with FSTs and devices at all, and thus allow

you to take a higher-level approach, by supporting files in a hierarchical file system. A
hierarchical file system contains both normal files that contain data or applications, and

m Figure 1-1 The application level of GS/OS
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special files called directories. A directory file can contain the names of either normal
files or other directories. Figure 1-2 shows the relationships among files in a hierarchical
file system.

In GS/OS, the highest-level directory is called a volume directory. A volume is a logical
entity that allows you to access the files contained on a physical storage medium such as a
diskette, hard disk, or CD-ROM. Only block devices can be identified by volume name,
and then only if the named volume is mounted. For example, an entire disk is identified by
its volume name, which is the filename of its volume directory. GS/OS also makes certain
assumptions about what each file in this hierarchical file system looks like. The
assumptions are as follows:

Each file can be classified as a directory, standard, or extended file (defined in the
next section).

Each file has a filename in a certain format.

The logical location of each file can be uniquely identified by a pathname, which is an
ordered collection of the filenames that lead to it.

Each file has access privileges.
Each file has a file type and an auxiliary type.

Each file has a creation and modification date and time.

The following sections define these assumptions.

Figure 1-2 A hierarchical file system
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Classes of GS/OS files

Every GS/OS file is a collection of bytes on a device. The classes of files are as follows:
» Directory files store information about other files.

= Standard files contain a single sequence of data.

s Extended files contain two sequences of data.

& Note: These classes of files are for block devices. GS/OS also allows you to treat
character devices as if they contained files. See Chapter 14, “The Character FST.”

Directory files

A directory file contains informational entries about other directories and files. Each

entry in the directory file describes and points to another directory file, standard file, or
extended file, as shown in Figure 1-3.

Directory files can be read from, but not written to (except by GS/OS).

s Figure 1-3 Directory file format

Directory file Standard file
File en :
(file A[;y > File A Extended file
File entry File B
(file B) > (data fork)
File entry
(file ©) FileB
(resource fork) Directory file (C)
File entry
(file X) -
More entries File entry
(file ) :
. | Standard file :  Moreentries
File entry .
(file ») o File n Ftl:d er;.;y -
(4
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A directory can, but need not, have associated file information, such as access controls,
file type, creation and modification times and dates, and so on.

Usually, you need to examine directory files only when you are creating an application that
catalogs files; more information about directory files is given in the section “Examining
Directory Entries” in Chapter 4.

Standard files

Standard files are named collections of data consisting of a sequence of bytes and
associated file information, such as access controls, file type, creation and modification
times and dates, and so on. They can be read from and written to, and have no predefined
internal format, because the arrangement of the data depends on the specific file type
and auxiliary type.

Extended files

Extended files are named collections of data consisting of two sequences of bytes and a
single set of file information, such as access controls, file type, creation and modification
times and dates, and so on. The two different byte sequences of an extended file are
called the data fork and the resource fork. They can be read from and written to, and
have no predefined internal format; the formats depend on the specific file types.

Filenames

Every GS/OS file is identified by a filename. A GS/OS filename can be any number of
characters long and can include spaces. Your application must encode filenames as
sequences of 8-bit ASCII codes. All 256 extended ASCII values are legal except the colon
(ASCII $3A), although most file system translators (FSTs) support much smaller legal
character sets.

A Important  Because the colon is the pathname separator character, it must never
appear in a filename. See the next section, “Pathnames,” for more
details about separators and pathnames. a

Chapter 1 The GS/OS Abstract File System
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If an FST does not support a character that the user attempts to use in a filename, GS/OS
returns error $40 (badPathSyntax). FSTs are also responsible for indicating whether
filenames should be case-sensitive, and whether the high-order bit of each character is
turned off. See Part II of this book for more information about FSTs.

A filename must be unique within its directory. Some examples of legal filenames are the
following:

file-1

January Sales

long file name with spaces and special characters !'@#S$%

Pathnames

In a hierarchical file system, a file is identified by its pathname, a sequence of filenames
starting with the name of the volume directory and ending with the name of the file.
Pathnames specify the access paths to devices, volumes, directories, subdirectories, and
files within flat or hierarchical file systems.

A GS/OS pathname is either a full pathname or a partial pathname, as described in the
following sections. All calls that require you to name a file will accept either a full
pathname or a partial pathname.

Full pathnames

A full pathname is one of the following names:

» a volume name followed by a series of zero or more filenames, each preceded by
the same separator, and ending with the name of a directory file, standard file, or
extended file

» a device name followed by a series of zero or more filenames, each preceded by
the same separator, and ending with the name of a directory file, standard file, or
extended file

A separator is a character that separates filenames in a pathname. Both of the following
separators are valid:
m a colon : (ASCII code $3A).

m a slash character / (ASCII code $2F)
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The first separator in the input string determines which separator will be used throughout.
When the colon is the separator, the constituent filenames must not contain colons, but
they may contain slashes. When the slash is the separator, the constituent filenames must
not contain slashes or colons. Thus, colons are never allowed in filenames. These are
examples of legal full pathnames:

:aloysius:beelzebub:cat

tab:c

/%

X

Examples of illegal full pathnames are as follows:

/:::/::/: A : mustnotappear in a filename.
ta:b:c: A separator must not appear after the last filename.
a:b:c: A full pathname must start with a volume or device name.

Prefixes and partial pathnames

A full pathname can be broken down into a prefix and a partial pathname. The prefix
starts at the volume or device name and can continue down the path through the last
directory name, that is, down to but not including the filename. In contrast, the partial
pathname always contains the filename and can trace back up the path to, but cannot
include, the volume name or device name. Thus, when the prefix and partial pathname are
combined, they yield the full pathname. Figure 1-4 illustrates the possible divisions of a
single full pathname into a prefix and a partial pathname.

m Figure 1-4 Prefixes and partial pathnames

EEE3  Prefix
1 Partial pathname
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Prefixes are convenient when you want to access many files in the same subdirectory,

because you can use a prefix designator as a substitute for the prefix, thus shortening the
pathname references.

Prefix designators

A prefix designator takes the place of a prefix, and can be one of the following:

= A digit or sequence of digits followed by a pathname separator. The digits specify the
prefix number. Thus, the prefix designators 002 : and 2/ both specify prefix number 2.

m The asterisk character * followed by a pathname separator. This special prefix

designator is one of the predefined prefix designators, as described later in this
section.

n The at character @ followed by a pathname separator. This special prefix designator is
one of the predefined prefix designators, as described later in this section.

If you supply a partial pathname that doesn’t contain a prefix designator to GS/OS, it
takes one of the following actions:

n If prefix designator 0 is non-null, GS/OS automatically creates a full pathname by
adding 0/ to the front of the partial pathname.

n If prefix designator 0 is null, GS/OS automatically creates a full pathname by adding
8/ to the front of the partial pathname.

GS/OS determines the separator for a partial pathname in the same way that it determines

the separator for a full pathname, by using whichever one appeared first in the input
string.

@ Note: Although you may use a prefix designator as an input to the GS/OS SetPrefix call,

prefixes are always stored in memory in their full pathname form (that is, they include
no prefix designators themselves).

GS/OS supports two types of prefixes, as follows:

» Short prefixes, referred to by the prefix designators * and 0 through 7, cannot be

longer than 64 characters. Short prefixes are identical to the prefixes supported by
ProDOS 16.

= Long prefixes, referred to by the prefix designators @ and 8 through 31, can contain
up to about 8000 characters.
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This means that GS/OS allows you to set 32 prefixes. You set and read prefixes using the
standard GS/OS calls SetPrefix and GetPrefix. GetPrefix returns a string in which all
separators are colons (ASCII $3A). Alphabetic characters are returned with the same case
in which they were entered when the prefix was set.

Predefined prefix designators

For programming convenience, some prefix designators have predefined values. The
asterisk (*) has a fixed value as the name of the volume from which GS/OS was last
started up.

The at character @ helps applications be AppleShare aware. Whenever an application is
launched, GS/OS sets this prefix in one of two ways:

» If the application is being launched from a server, GS/OS sets the @ prefix to the user’s
folder on the server.

= If the application is not being launched from a server, GS/OS sets the @ prefix to the
folder where the application resides (same as prefix 9).

Other prefix designators have default values assigned by GS/OS at application launch (see
Tables 2-5 through 2-7 in Chapter 2), but your application can change those values when it

is running.

Table 1-1 shows some examples of prefix use in which prefix 0 : is set to : VOLUME1 : and
prefix 5: issetto : VOLUME1 : TEXT.FILES:. The pathname provided by the
application is compared with the full pathname constructed by GS/OS.

m Table 1-1 Prefixes used with full and partial pathnames

Full pathname
as supplied: : VOLUME1 : TEXT.FILES:CHAP. 3
as expanded by GS/OS: : VOLUME1 : TEXT .FILES : CHAP . 3

Partial pathname—implicit use of prefix : 0
as supplied: Gs.os
as expanded by GS/OS: : VOLUME1 :GS.0S

Partial pathname—explicit use of prefix : 0
as supplied: 0 : SYSTEM: FINDER
as expanded by GS/0OS: : VOLUME1 : SYSTEM: FINDER

Partial pathname—explicit use of prefix 5 :
as supplied: 5:cHAP .12
as expanded by GS/OS: : VOLUME1 : TEXT .FILES : CHAP .12

Chapter 1 The GS/OS Abstract File System
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File information

GS/OS files have several characteristics, including the following:

m Access privileges

n A file type and an auxiliary type

» File size and the current reading-writing position

m Creation and modification date and time

Your application can access and modify this information. These characteristics are

introduced in the following sections and described more completely in Chapter 4,
“Accessing GS/OS Files.”

File access

The characteristic of file access determines what operations can be performed on the file.
Several GS/OS calls read or set the access attribute for the file, which can determine the
following capabilities:

» whether the file can be destroyed
n whether the file can be renamed

n whether the file is invisible, that is, whether its name is displayed by file-cataloging
applications

» whether the file needs to be backed up
s whether an application can write to the file

» whether an application can read from the file

File types and auxiliary types

The file type and auxiliary type of a file do not affect the contents of a file in any way;
they indicate to applications the type of information stored in the file. Apple Computer
reserves the right to assign file type and auxiliary type combinations, except for the user-
defined file types $F1 through $F8. The current list of file types is available on AppleLink®
or from Apple Developer Technical Support.
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A\ Important  If you need a new file type or auxiliary type assignment, please
contact Apple Developer Technical Support. a

EOF and mark

To make reading from and writing to files easier, each open standard file and each fork of
an open extended file have a byte count indicating the size of the file in bytes (the end-
of-file, or EOF), and another defining the current position in the file (the mark). GS/OS
moves the position of both the EOF and the mark automatically when data is added to
the end of the file, but an application program must move them whenever data is deleted
or added somewhere else in the file.

The EOF represents the number of readable bytes in the file. Since the first byte in a file has
number 0, the value of the EOF indicates one position past the last character in the file.

When a file is opened, the mark is set to indicate the first byte in the file. It is automa-
tically moved forward one byte for each byte written to or read from the file. The mark,
then, always indicates the next byte to be read from the file, or the next byte position in
which new data can be written. The value of the mark cannot exceed the value of the EOF.

If the mark meets the EOF during a write operation, both the mark and EOF are moved
forward one position for every additional byte written to the file: Thus, adding bytes to

the end of the file automatically advances the EOF to accommodate the new informa-
tion. Figure 1-5, on the next page, illustrates the relationship between the mark and EOF.

An application can place the EOF anywhere from the current mark position to the
maximum possible byte position. The mark can be placed anywhere from the first byte in
the file to the EOF. These two functions can be accomplished using the SetEOF and
SetMark calls. The current values of the EOF and the mark can be determined using the
GetEOF and GetMark calls.

Chapter 1 The GS/OS Abstract File System

23



= Figure 1-5 How GS/OS moves the EOF and the mark

Beginning position

After writing or reading two bytes

| l

Old MARK MARK

After writing two more bytes

Old MARK

Creation and modification dates and times

All GS/OS files are marked with the date and time of their creation. When a file is first
created, GS/OS stamps the file’s directory entry with the current date and time from the
system clock. If the file is later modified, GS/OS then stamps it with a modification date
and time (its creation date and time remain unchanged).

The creation and modification fields in a file entry refer to the contents of the file. The
values in these fields should be changed only if the contents of the file change. Since data
in the file’s directory entry itself are not part of the file’s contents, the medification field
should not be updated when another field in the file entry is changed, unless that change is
due to an alteration in the file’s contents. For example, a change in the file’s name is not a
modification; on the other hand, a change in the file’s EOF always reflects a change in its
contents and therefore is a modification.
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Remember also that a file’s entry is a part of the contents of the directory or subdirectory
that contains that entry. Thus, whenever a file entry is changed in any way (whether or not
its modification field is changed), the modification fields in the entries for all its
enclosing directories—including the volume directory—must be updated.

Finally, when a file is copied, a utility program must give the copy the same creation and
modification dates and times as the original file, and not the date and time at which the
copy was created.

Character devices as files

As part of its uniform interface, GS/OS permits applications to access character devices,
like block devices, through file calls. An extension to the GS/OS abstract file system lets

you make standard GS/OS calls to read to and write from character devices. This facility
can be a convenience for I/O redirection.

When character devices are treated as files, only certain features are available. You can
read from a character device but you cannot, for example, format it. Only the following
GS/OS calls have meaning whan applied to character devices: Open, Newline, Read, Write,
Close, and Flush (see brief descriptions of these calls later in this chapter).

In general, character “files” under GS/OS are much more restricted in scope than block
files:

m There are no extended or directory files. Character devices are accessed as if they were
standard files—single sequences of bytes. Further, it is not possible to obtain or
change the current position (mark) in the sequence.

m Character devices are not hierarchical. The only legal pathname for a character “file” is a
device name.

m Character devices may recognize some file-access attributes (read-enable, write-
enable), but not others (rename-enable, invisibility, destroy-enable, backup-needed).

m Character “files” have no file type, auxiliary type, EOF, creation time, or other
information associated with block-file directory entries.

In spite of these restrictions, it is generally quite simple and straightforward to treat
character devices as files. For more information on file access to character devices, see
Chapter 14, “The Character FST.”

Chapter 1 The GS/OS Abstract File System
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Groups of GS/0S calls

Chapters 4 through 6 list and describe the GS/OS operating system routines that are
normally called by an application. They are divided into the following categories:

m File access calls (described in Chapter 4)
» Volume name and pathname calls (described in Chapter 5)

= System information and control calls (described in Chapter 6; the Quit call is described
in Chapter 2)

= Interrupt calls (described in Chapter 10) and calls that directly access devices (see the
GS/OS Device Driver Reference).

Tables 1-2 and 1-3 list the groups of GS/OS calls.

The following sections give you an overview of the capabilities of the calls in these
groups. Each call is discussed in much greater detail in Chapter 7, “GS/OS Call Reference.”

File access calls

The most common use of GS/OS is to make calls that access files. Your application places
a file on disk by issuing a GS/OS Create call. This call specifies the file’s pathname and
storage type (standard file, extended file, or directory) and possibly other information
about the state of the file, such as access attributes, file type, creation and modification
dates and times, and so on.

Your program must make the GS/OS Open call in order to access a file’s contents. For an
extended file, individual Open calls are required for the data fork and resource fork,
whic are then read and written independently. When your application opens a file, the
application must establish the access privileges.

A file can be simultaneously opened any number of times with read access. However, a
single Open call with write access precludes any other Open calls on the given file.
While a file is open, your application can perform any of the following tasks:

» Read data from the file by using the Read call, or write data to the file by using the
Write call

s Set or get the mark by using the SetMark or GetMark call, and set or get the end of the
file by using the SetEOF or GetEOF call

= Enable or disable newline mode by using the Newline call
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m Table1-2 GS/OS file access calls

Call Call Call Call

Create ($2001) Read ($2012) SetEOF ($2018) BeginSession ($201D)
Destroy ($2002) Write ($2013) GetEOF ($2019) EndSession ($201E)
SetFileInfo ($2005) Close ($2014) SetLevel ($201A) SessionStatus ($201F)
GetFilelnfo ($2006) Flush ($2015) GetLevel ($201B) ResetCache ($2026)
ClearBackupBit ($200B) SetMark ($2016) GetDirEntry ($201C)

Open ($2010) GetMark ($2017)

Newline ($2011)

m Table1-3 Other GS/OS call groups

Volume name-pathname calls  System information calls System control calls Interrupt and Device calls
ChangePath ($2004) SetSysPrefs ($200C) Quit ($2029) BindInt ($2031)
Volume ($2008) GetSysPrefs ($200F) AddNotifyProc ($2034) Unbindint ($2032)
SetPrefix ($2009) GetName ($2027) DelNotifyProc ($2035) DControl ($202E)
GetPrefix ($200A) GetVersion ($202A) Null ($200D) Dinfo ($202C)
ExpandPath ($200E) GetFSTInfo ($202B) OSShutdown ($2003)  DRead ($202F)
Format ($2024) FSTSpecific ($2033) DStatus ($202D)
EraseDisk ($2025) GetStdRefNum ($2037) - DWrite ($2030)
GetBootVol ($2028) GetRefNum ($2038) DRename ($2036)
GetReflnfo ($2039) GetDevNumber ($2020)

» If the open file is a directory file, get the entries held in the file by_using the
GetDirEntry call

m Write changes to the disk for one or more open files by using the Flush, GetLevel, and
SetLevel calls

When you are through working with an open file, you issue a GS/OS Close call to close the
file and release any memory that it was using back to the Memory Manager.

After the file has been closed, you can use other GS/OS calls to work with it. One of these
calls, ClearBackupBit, clears a bit so that the file appears to GS/OS as if it does not need
backing up; another GS/OS call, Destroy, can be used to delete a file. Other GS/OS calls
that work on closed files are described in Chapter 4.

The GS/OS calls SetFileInfo and GetFilelnfo allow you to access the information in the
file’s directory entry. These calls are particularly useful when you are copying files because
they allow you to change the creation and modification dates for a file.

Chapter 1 The GS/OS Abstract File System 27



The GS/OS call ResetCache allows you to resize the GS/OS cache and be able to use that
resized cache immediately.

A final group of GS/OS calls—BeginSession, EndSession, and SessionStatus—are useful
when you want your application to defer writing files to disk.

The background information on the file access calls is described in Chapters 1 and 4, and
each individual call is listed alphabetically by name and described in detail in Chapter 7.

Volume and pathname calls

GS/0S provides a whole set of calls to deal with those situations where you want to work
directly with volumes and pathnames. These calls allow you to do the following tasks:

» get information about a currently mounted volume by using the Volume call

m build a list of all mounted volumes by using the Dinfo, Volume, Open, and GetDirEntry
calls

m get the name of the current boot volume by using the GetBootVol call

» format a volume by using the Format call

» quickly empty a volume by using the EraseDisk call

m set or get pathname prefixes by using the SetPrefix or GetPrefix call

= change the pathname of a file by using the ChangePath call

m expand a partial pathname of a file to its full pathname by using the ExpandPath call
The background information on the volume and pathname calls is described in Chapter 5,

and each individual call is listed alphabetically by name and described in detail in
Chapter 7.

System information calls

The system information calls allow you to do the following tasks:

m set or get system preferences by using the SetSysPrefs and GetSysPrefs calls, which
allow you to customize some GS/OS features

m get information about a specified FST by using the GetFSTInfo call
m use any special capabilities of an FST by using the FSTSpecific call
s find out the version of the operating system by using the GetVersion call

= get the filename of the currently executing application by using the GetName call
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m get the reference number of the last Open call to any of the three standard prefixes by
using the GetStdRefNum call

m get the reference number and access attributes for an open file by using the
GetRefNum call

= get the access attributes and full pathname for an open file by using the
GetReflInfo call

The background information on the system information calls is described in Chapter 6,
and each individual call is listed alphabetically by name and described in detail in
Chapter 7.

System control calls

The system control calls allow you to do the following tasks:
= terminate your application by using the Quit call

m add a procedure to the notification queue by using the AddNotifyProc call, or delete a
procedure from the notification queue by using the DelNotifyProc call

= execute any pending events without doing anything else by using the Null call
m shut down GS/OS by using the OSShutdown call

The background information on the system control calls is described in Chapter 6, and
each individual call is listed alphabetically by name and described in detail in Chapter 7.

Interrupt and device calls

GS/OS has two calls that allow you to work with interrupts. You can add an interrupt
handler by using the BindlInt call, or delete the interrupt handler by using the UnbindInt
call. The calls are briefly summarized in Chapter 7, “GS/OS Call Reference.” The mechanism
for handling interrupts and signals is described in Chapter 10, “Handling Interrupts and
Signals.”

GS/OS offers a set of calls that allow you to access devices directly, rather than going
through any file system. Most applications will not need to use any of these calls, except
perhaps DInfo and GetDevNumber (their use is described in Chapter 5). The GS/OS
device calls allow you to perform the following tasks:

m get general information about a device by using the DInfo call
» read information directly from a device by using the DRead call
m write information directly to a device by using the DWrite call

Chapter 1 The GS/OS Abstract File System
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= get status information about a device by using the DStatus call

s send commands to a device by using the DControl call

= rename a device by using the DRename call

s get the device number of a device by using the GetDevNumber call

The individual device calls are listed alphabetically by name and briefly summarized in

Chapter 7, “GS/OS Call Reference.” The device calls are completely described in the GS/OS
Device Driver Reference.
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Chapter 2 GS/0S and Its Environment

GS/OS is one of the many components that make up the Apple IIGS
operating environment, the overall hardware and software setting within
which Apple IIGs application programs run. This chapter describes how
GS/OS functions in that environment and how it relates to the other
components.
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Apple IIGS memory

The Apple IIGS microprocessor can directly address 16 megabytes (16 MB) of memory.
The minimum memory configuration for GS/OS on the Apple IIGS is 512 kilobytes
(512 KB) of RAM and 128 KB of ROM. As shown in Figure 2-1, the total memory space
is divided into 256 banks of 64 KB each.

m Figure 2-1 Apple IIGS memory map

Bank Nlumbers

r

I
S00 801 S02  S03 STF SE0  SE1 SFO SF1 SFD SFC SFD SFE SFF
SFFFF ... .o
$D000 SD000
$C000 7 SC000
59400 Expansion RAM Expansion ROM
$2000
50800
N : / i I g
RAM ROM
4 GS/OS and System Loader

Other reserved memory
[ Memory available through the Memory Manager

Banks $E0 and $E1 are used principally for high-resolution video display, additional
system software, and RAM-based tools. Specialized areas of RAM in these banks include

1/0O space, bank-switched memory, and display buffers in locations consistent with
standard Apple II memory configurations.

Other reserved memory includes the ROM space in banks $FC-FF; they contain firmware
and ROM-based tools. In addition, banks $FO-FB are reserved for future ROM expansion.

Memory allocatable through the Memory Manager is in bank $00 at locations $0800-$9A00,
bank $01 at $0800-$BC000, banks $E0-$E1 at $2000-$C000, and banks $02-$7F at
locations $0000-$FFFF (all 64 KB) in each bank. For example, a 1 MB Apple 1IGs Memory
Expansion Card makes available 16 additional banks of memory.

32 Apple 1IGs GS/OS Reference



Under most circumstances, you should simply request memory from the Memory Manager,
rather than using fixed locations. The Memory Manager is described in the Apple IIGs
Toolbox Reference. The only fixed locations you need to use are listed in the next section.

A Important  Don't use all of the available memory. To process pathnames and such,
GS/OS allocates memory through the Memory Manager. If you've
allocated all of the available memory, GS/OS returns error $54
(outofMem). If the condition is so severe that GS/OS can no longer
function, it returns a fatal GS/OS error with an ID = 2, and the user will
be asked to restart the system. a

For more detailed pictures of Apple IIGS memory, see the Technical Introduction to the
Apple IIGS, the Apple IIGS Hardware Reference, and the Apple IIGS Firmware Reference.

Entry points and fixed locations

Because most Apple IIGS memory blocks are movable and under the control of the
Memory Manager (see the next section, “Managing Application Memory”), there are very
few fixed entry points available to applications programmers. References to fixed entry
points in RAM are strongly discouraged, since they are inconsistent with flexible memory
management and are sure to cause compatibility problems in future versions of the Apple
I1GS. Informational system calls and referencing by handles (see “Accessing Data in a
Movable Memory Block” later in this chapter) should take the place of access to fixed

entry points.

The supported GS/OS entry points are $E100A8 and $E100B0. These locations are the
entry points for all GS/OS calls. The Tool Dispatcher entry point is $E10000, which is the
entry point for all Apple IIGS tool calls, including the System Loader (described in

Chapter 8).

& Note: How to use the entry points to make GS/OS calls is described in Chapter 3,
“Making GS/OS Calls.”

The GS/OS entry points, and the other fixed locations in bank $E1 that GS/OS supports,
are shown in Table 2-1.
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s Table2-1 GS/OS vector space

Address Description

$E10000 Entry vector for all Apple IIGS tool calls.
$E100A8-$E100AB Entry vector for in-line GS/OS system calls
$E100AC-$E100AF Reserved for internal use

$E100B0-$E100B3 Entry vector for stack-based GS/OS system calls
$E100B4-$E100B9 Reserved for internal use

$E100BA-$E100BB Two NULL bytes (guaranteed to be zeros)

$E100BC 0S_KIND byte—indicates currently running operating

system, as follows:
$00—ProDOS 8

$01—GS/0OS
$FF—none; operating system is being loaded or
switched

$E100BD 0s_BoOT byte—indicates the operating system that

was initially booted, as follows:

$00—ProDOS 8
$01—GS/0S

$E100BE-$E100BF Bit 15 = 0—GS/OS is not busy
Bit 15 = 1—GS/OS is busy processing a system call

Managing application memory

The Memory Manager, a ROM-resident Apple IIGS tool set, controls the allocation,
deallocation, and repositioning of memory blocks in the Apple IIGS. It works closely with
GS/0S and the System Loader to provide the needed memory spaces for loading
programs and data and for providing buffers for input and output. All Apple IIGS
software, including the System Loader and GS/OS, must obtain needed memory space by
making requests (calls) to the Memory Manager.

The Memory Manager keeps track of how much memory is free and what parts are allo-
cated to whom. Memory is allocated in blocks of arbitrary length; each block possesses
several attributes that describe how the Memory Manager can modify it (such as by
moving it or deleting it) and how it must be placed in memory (for example, at a fixed
address). See the chapter on the Memory Manager in the Apple IIGS Toolbox Reference for
more information.
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Besides creating and deleting memory blocks, the Memory Manager moves blocks when
necessary to consolidate free memory. When it compacts memory in this way, it of course
can move only those blocks that needn't be fixed in location. Therefore, as many memory
blocks as possible should be movable (not fixed), if the Memory Manager is to be
efficient in compaction.

Obtaining application memory

Any memory that an application needs for its own purposes must be requested directly
from the Memory Manager. Figure 2-1 at the beginning of this chapter shows which parts
of the Apple IIGS memory applications can allocate through requests to the Memory
Manager. Applications for the Apple IIGs should avoid requesting absolute (fixed-
address) blocks. See also the Programmer’s Introduction to the Apple IIGS and the Apple

1IGs Toolbox Reference.

Accessing data in a movable memory block

To access data in a movable block, an application cannot use a simple pointer, because
the Memory Manager may move the block and change the data’s address. Instead, each
time the Memory Manager allocates a memory block, it returns to the requesting
application a handle referencing that block.

A handle is a pointer to a pointer; it is the address of a fixed (nonmovable) location,
called the master pointer, that contains the address of the block. If the Memory Manager
changes the location of the block, it updates the address in the master pointer; the value
of the handle itself is not changed. Thus the application can continue to access the block
using the handle, no matter how often the block is moved in memory. Figure 2-2 illustrates
the difference between a pointer and a handle.

If a block will always be fixed in memory (locked or unmovable), it can be referenced by a
pointer instead of by its handle. To obtain a pointer to a particular block or location, an
application can dereference the block’s handle. The application reads the address stored
in the location pointed to by the handle—that address is the pointer to the block. Of
course, if the block is ever moved, that pointer is no longer valid.

GS/OS and the System Loader use both pointers and handles to reference memory
locations. Pointers and handles must be at least three bytes long to access the full range of
Apple 1IGs memory. However, all pointers and handles used as parameters by GS/OS are
four bytes long, for ease of manipulation in the 16-bit registers of the 65C816

Microprocessor.
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s Figure 2-2 Pointers and handles

Memory block

Pointer:

Value of pointer =
starting address of memory block

SXXX —» SXXX

block

Handle: SXXXT

Value of handle =
address of master pointer

Master pointer

Value of master pointer =
current starting address of
memory block

Allocating stack and direct-page space

In the Apple IIGS, the 65C816 microprocessor’s stack-pointer register is 16 bits wide; that
means that, in theory, the hardware stack can be located anywhere in bank $00 of
memory, and the stack can be as much as 64 KB deep.

The direct page is the Apple IIGS equivalent to the standard Apple II zero page. The
difference is that it need not be absolute page zero in memory. Like the stack, the direct
page can theoretically be placed in any unused area of bank $00—the microprocessor’s
direct register is 16 bits wide, and all zero-page (direct-page) addresses are added as
offsets to the contents of that register.
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In practice, however, there are several restrictions on available space. First, only the
addresses between $800 and $9A00 in bank $00 can be allocated—the rest is reserved for
I/0 space and system software. Also, because more than one program can be active at a
time, there may be more than one stack and more than one direct page in bank $00.
Furthermore, many applications may want to have parts of their code as well as their

stacks and direct pages in bank $00.

Your program should, therefore, be as efficient as possible in its use of stack and direct-
page space. The total size of both should probably not exceed about 4 KB in most cases.

Automatic allocation of stack and direct-page space

Only you can decide how much stack and direct-page space your program will need when
it is running. The best time to make that decision is during program development, when
you create your source files. If you specify at that time the total amount of space needed,
GS/0S and the System Loader will automatically allocate it and set the stack and direct
registers each time your program runs.

Definition during program development

You define your program’s stack and direct-page needs by specifying a “direct-
page/stack” object segment (KIND = $12) when you assemble or compile your program.
The size of the segment is the total amount of stack and direct-page space your program
needs. It is not necessary to create this segment; if you need no such space or if the
GS/OS default (see the section “GS/OS Default Stack and Direct-Page Space” later in this
chapter) is sufficient, you may leave it out.

When the program is linked, it is important that the direct-page/stack segment not be
combined with any other object segments to make a load segment—the linker must
create a single load segment corresponding to the direct-page/stack object segment. If
there is no direct-page/stack object segment, the linker will not create a corresponding
load segment.
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Allocation at load time

Each time the program is started, the System Loader looks for a direct-page/stack load
segment. If it finds one, the loader calls the Memory Manager to allocate a page-aligned,
locked memory block of that size in bank $00. The loader loads the segment and passes
its base address and size, along with the program’s user ID and starting address, to GS/OS.
GS/OS sets the accumulator (A), direct (D), and stack pointer (S) registers as shown, then
passes control to the program:

A = user ID assigned to the program
D = address of the first (lowest-address) byte in the direct-page/stack space
S = address of the last (highest-address) byte in the direct-page/stack space

By this convention, direct-page addresses are offsets from the base of the allocated
space, and the stack grows downward from the top of the space.

A Important  GS/OS provides no mechanism for detecting stack overflow or
underflow, or collision of the stack with the direct page. Your
program must be carefully designed and tested to make sure this
cannot occur. A

When your program terminates with a Quit call, the System Loader’s application shutdown
function makes the direct-page/stack segment purgeable, along with the program’s other
static segments. As long as that segment is not subsequently purged, its contents are
preserved until the program restarts.

& Note: There is no provision for extending or moving the direct-page/stack space after
its initial allocation. Because bank $00 is so heavily used, any additional space you
later request may be unavailable—the memory adjoining your stack is likely to be
occupied by a locked memory block. Make sure that the amount of space you specify
at link time fills all your program’s needs.

GS/0S default stack and direct-page space

If the loader finds no direct-page/stack segment in a file at load time, it still returns the
program’s user ID and starting address to GS/OS. However, the loader does not call the
Memory Manager to allocate a direct-page/stack space, and it returns 0's as the base
address and size of the space. GS/OS then calls the Memory Manager itself, and allocates a
4 KB direct-page/stack segment.
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See the Apple IIGS Toolbox Reference for a general description of memory block attributes
assigned by the Memory Manager.

GS/OS sets the A, D, and S registers before handing control to the program, as follows:
A = user ID assigned to the program

D = address of the first (lowest-address) byte in the direct-page/stack space

S = address of the last (highest-address) byte in the direct-page/stack space

When your application terminates with a Quit call, GS/OS disposes of the direct-
page/stack segment.

GS/0S and interrupts

Do not leave interrupts disabled any longer than absolutely necessary. There are some
times when interrupts must be disabled, such as in a critical timing loop for a disk driver.

In particular, be aware of the following conditions:

m Do not make operating system calls with interrupts disabled. These calls could
potentially take long periods of time te complete (for example, a large file read).

m If interrupts are disabled inside a loop, the effect is multiplied by the number of
iterations.

m Interrupt handlers (like heartbeat tasks) execute with interrupts off; therefore, keep
their run time as short as possible (such as setting a flag for a foreground task to
check).

AppleShare needs to have interrupts enabled to function correctly. When interrupts are
off, packets cannot be received from or sent to other computers, thus causing network

services to stop functioning.

Interrupts must be on for an incoming packet to be received. Therefore, repeatedly
turning interrupts on and off can be just as bad as leaving them off the entire time. For
example, if a section of code has interrupts disabled 80 percent of the time and enabled
20 percent of the time, you will miss approximately 80 percent of all incoming packets.
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A new state of awareness

ProDOS has traditionally been a single-user, single-computer operating system and file
system. With the addition of AppleShare support to GS/OS, many computers (and many
types of computers) can share the same files (on the file server) at the same time.

An AppleShare-aware program is a program that can be successfully run from an
AppleShare file server. Such a program should be able to do the following tasks:

m load and save files on a file server

m handle error conditions in a reasonable manner (such as putting up a dialog box instead
of crashing the machine)

m allow the user to quit from the program and return to a calling program (instead of
having to reboot or switch off the machine)

More information on AppleShare is available in Chapter 4 and Chapter 15.

System startup considerations

The startup sequence for the Apple IIGS is invisible to applications and relatively
complex, so this section describes only the general requirements for a system disk. For
more detailed information, see GS/OS Technical Note #1.

Table 2-2 shows the files that must be in place for a disk to be a startup disk.

At startup, GS/OS sets prefix 0 to the boot volume name and prefix 2 to
*:SYSTEM:LIBS.
GS/OS selects the application to run at startup by taking the following steps:

1. It first looks for a type $B3 file named * : SYsSTEM: START. Typically, that file is the
Finder, but it can be any Apple IIGS application. If START is found, it is selected.

2. If there is no sTART file, GS/OS searches the boot volume directory for a file that is
either one of the following types:

o a ProDOS 8 system program (type $FF) with the filename extension . SYSTEM
o a GS/OS application (type $B3) with the filename extension .SYs16

Whichever is found first is selected.
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m Table2-2 General requirements for a system disk

File

Description

*:SYSTEM:START.GS.OS.

* : SYSTEM: ERROR.MSG
* : SYSTEM:FSTS: startFST

*:SYSTEM:SYSTEM.SETUP : TOOL.SETUP.

*:SYSTEM:DESK.ACCS

This file is divided into GLoader and GQuit.
GLoader is the operating system loader. It's
temporary and is used only during system startup.
GQuit is the program dispatcher. It contains the
code used for starting and quitting ProDOS 8 and
GS/OS applications.

This file contains the system error messages.

The start FST must reside in the subdirectory, must
have a file type of $BD, and must have the high bit
of its auxiliary type set to 0. Any other FSTs to be
loaded at startup must reside in the

*: SYSTEM:FSTs subdirectory. The files must be
Apple 1IGS load files of type $BD. If bit 15 of a
file’s auxiliary type is 1, the FST is not loaded.

The TooL . SETUP file must have file type $BG; it
executes, in turn, every file (other than

TOOL . SETUP) that it finds in the
*:SYSTEM:SYSTEM. SETUP subdirectory. The
files must be Apple 1IGS load files of type $B6 or
$B7. If bit 15 of a file’s auxiliary type is 1, the
setup file is not executed.

GS/OS installs all desk accessories it finds in this
subdirectory. The files must be Apple IIGS load
files of type $B8 or BY. If bit 15 of a file’s auxiliary
type is 1, the desk accessory is not loaded.

# Note: If 2 ProDOS 8 system program is found first, but the ProDOS 8 operating system
(file * : sysTEM: P8) is not on the boot volume, GS/OS then searches for and selects

the first ProDOS 16 application.

The Apple IIGS startup sequence ends when control is passed to the GS$/OS program
dispatcher. This routine is entered both at boot time and whenever an application
terminates with a GS/OS, ProDOS 16, or ProDOS 8 Quit call. The GS/OS program
dispatcher determines which program is to be run next, and runs it. After startup, the
program dispatcher is permanently resident in memory.
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Quitting and launching applications

When you want your application to quit, you issue a GS/OS Quit call. GS/OS performs all
necessary functions to shut down the current application, determines which application
should be executed next, and then launches that application. When you issue the Quit call,
you can take the following actions:

s indicate to GS/OS whether your application can be restarted from memory
m specify the next application to be launched

m specify whether your application should be placed on the quit return stack so that it
will be restarted when the other program quits

m specify whether prefixes 10 through 12 should be set to .CONSOLE or left as is

The following sections further explain your options when quitting.

Specifying whether an application can be restarted from memory

When your application sets the restart-from-memory flag in the Quit call to TRUE
(bit 14 of the flags word = 1), the application can be restarted from a dormant state in the
computer’s memory. If your application sets the restart-from-memory flag to FALSE
(bit 14 = 0), the program must be reloaded from disk the next time it is run.

If you set the restart-from-memory flag to TRUE, remember that the next time the
application is run, its code and data will be exactly as they were when the application
quit. Thus, you may need to reinitialize certain data locations.

Specifying standard prefixes

To support I/O redirection, prefixes 10, 11, and 12 are defined to be the Standard I/O
prefixes, as follows:

prefix 10 = stdIn

prefix 11= stdout

prefix 12 = StdError

If your application sets the skip-std-prefixes flag to FALSE (bit 13 = 0) in its Quit
call, GS/OS sets the standard 1/O prefixes to . cONSOLE before launching the next

application. When your application sets the skip-std-prefixes flag in the Quit call
to TRUE (bit 13 of the flags word = 1), the standard I/O prefixes remain unchanged.
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When a GS/OS application is launched at startup or after a ProDOS 8 application has quit,
the standard I/O prefixes are always set to . CONSOLE.

Specifying the next application to launch

When you are quitting your application, and want to pass control to another application,
you supply the pathname of that application in the Quit call.

@ Note: GS/OS loads only programs that have a file type $B3, $B5, or $FF.

Specifying a GS/0OS application to launch

You should not specify a device name if you are specifying the pathname of a GS/OS
application; GS/OS returns a fatal error if the device does not contain a disk. GS/OS does
not handle volume names or filenames longer than 32 characters.

Specifying a ProDOS 8 application to launch

If you are quitting to a ProDOS 8 application, the pathname specified in the Quit call
must be a legal ProDOS 8 pathname. In particular, device names must not be used when
specifying the pathname of a ProDOS 8 application; ProDOS 8 will return a fatal error.

The GS/OS Program Dispatcher then takes the following steps:

1. Shuts down GS/OS and the System Loader.

2. Allocates segments in nonspecial memory and copies parts of GS/OS into them.
3. Allocates all special memory for the application.

4. Loads and starts up ProDOS 8.

When the ProDOS 8 application qu1ts, the next action depends on whether the ProDOS 8
application uses a standard ProDOS 8 Qu1T call, or an enhanced ProDOS 8 QUIT call.

n If the ProDOS 8 application executes a standard ProDOS 8 quiT call, the GS/OS
Program Dispatcher restarts GS/OS and the System Loader and launches the next
application on the quit return stack.

m If the ProDOS 8 application executes an enhanced ProDOS 8 QuiT call, which
contains a pathname to an application to be launched, control is passed to the
specified application. The specified application can be a ProDOS 8 application or 2
GS/0S application. If it is a GS/OS application, the Program Dispatcher will restart
GS/0S and the System Loader and then launch the application.
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Specifying whether control should return to your application

The quit return stack is a stack of user IDs used to restart applications that have
previously quit. If an application specifies a TRUE quit return flag (bit 15 of the flags
word = 1) in its Quit call, GS/OS pushes the user ID of the quitting program onto the quit
return stack and saves information needed to restart the program. As subsequent
programs run and quit, several user IDs may be pushed onto the stack. With this
mechanism, multiple levels of shells can execute subprograms and subshells, while ensuring

that they eventually regain control when their subprograms quit.

For example, the START file might pass control to a software development system shell,
using the Quit call to specify the pathname of the shell and placing its own ID on the
stack. The shell in turn could hand control to a debugger, likewise placing its own ID on
the stack. If the debugger quits without specifying a pathname, control passes
automatically back to the shell; if the shell then quits without specifying a pathname,

control passes automatically back to the sTART file.

This automatic return mechanism is specific to the GS/OS Quit call, and therefore is not
available to ProDOS 8 programs. When a ProDOS 8 application quits, it cannot put its ID

on the internal stack.

Quitting without specifying the next application to launch

If you want to quit your application and do not want to specify the next application to
be launched, supply the following parameters in the Quit call:

= no pathname

m aFALSE quit return flag

GS/0S then attempts to pull a user ID off the quit return stack and relaunch that
application. If the quit return stack is empty, GS/OS will attempt to relaunch the START

program.
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Launching another application without returning

When you are quitting your application and want to pass control to another application,
but do not want control to eventually return to your application, supply the following
parameters in the Quit call:

» the pathname of the application to be launched
s aFALSE quit return flag

GS/OS will attempt to launch the specified application.

Launching another application and returning

If you want to pass control to another application, and want control to return to your
application when the next application is finished, set the quit return flag to TRUE in
the Quit call. That way your program can function as a shell—whenever it quits to another
specified program, it knows that it will eventually be reexecuted. Supply the following
parameters in the Quit call:

m the pathname of the application to be launched
m a2TRUE quit return flag

GS/OS pushes the user ID of your quitting application onto the quit return stack, and then
attempts to launch the specified application.

Machine state at application launch

The GS/OS Program Dispatchéf initializes certain components of the Apple IIGS and
GS/OS before it passes control to an application. The initial state of those components is
described in the following sections.
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Machine state at GS/OS application launch

When a GS/OS program is launched, the machine state is as shown in Table 2-3.

m Table 2-3 Machine state at GS/OS application launch

Item

State

Reserved memory

Hardware registers
A register
X and Y registers
e, m, and x flags in the
processor status register

stack register
direct register
Standard input/output

Shadowing

Vector space values

Pathname prefix values

Addresses above $9A00 in bank $00 and above $BC00 in bank
$01 are reserved for GS/QOS, and are therefore unavailable to the
application. A direct-page/stack space, of a size determined
either by GS/OS or by the application itself, is reserved for the
application; it is located in bank $00 at an address determined
by the Memo<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>